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November 2-3, 2006, Potsdam, Germany

THEME & SCOPE:

Software measurement and metrics are key technologies to manage and to control software development projects. Measurement is essential for any engineering activity, by increasing the scientific and technical knowledge for both the practice of software development and for empirical research in software technology. This congress facilitates the exchange of software measurement experiences between theory and practice.

TOPICS OF INTEREST:

We encourage submissions in any field of software measurement, including, but not limited to:

- Software metrics foundations
- Practical measurement application
- Measurement processes and resources
- Empirical case studies
- Measurement acceptance
- Functional size measurement
- Software estimation
- Software process improvement
- Metrics for specific areas, e.g. for web services
- Metrics for system engineering, integration, and testing
- Measurement data bases
- Metrics validation
- Measurement services
- Measurement tools
- Measurement experience and guidance
- Theory of measurement
- Measurement paradigms
- Enterprise embedded solutions
- Software benchmarking
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Our 15th Workshop on Software Measurement (IWSM 2005) took place in Montréal, Kanada in September 2005. The following report gives an overview about the presented papers. Furthermore, the papers are published in the following Shaker book (ISBN 3-8322-4405-0):
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Innovations in Software Measurement
Proceedings of the 15th International Workshop on Software Measurement,
September 12-14, 2005, Montréal, Canada
Towards Meaningful Metrics Data Bases

René Braungarten, Martin Kunz, Ayaz Farooq, Reiner R. Dumke

Software Engineering Group
Institute for Distributed Systems, University of Magdeburg,
P.O. Box 4120, 39106 Magdeburg, Germany
{braungar, makunz, farooq, dumke}@ivs.cs.uni-magdeburg.de
http://www.smlab.de/

Abstract. The importance of measuring artifacts emerging during the software development process is beyond controversy not only for economic purposes, these days. To expand those data towards empirical series of measurement and thus to benefit from it in the long-run, a structured and persistent acquisition is almost compulsory. Renowned proposals for measurement programs and models to assess an organization's measurement capability describe the prominence of measurements and suppose the usage of appropriate metrics data bases in different fields of application. But, analogous to common project management or process frameworks they leave organizations alone in providing guidelines or standards for the collection process, too. So we propose a Metrics Data Base Maturity Model (MDB\textsuperscript{MM}) bearing the potential to appraise an organization's measurement collection process' maturity and to expose leverage points for its improvement. Withal, the conceived MDB\textsuperscript{MM} has its seeds in a field study concerning prevalent metrics data bases in practice to characterize their status quo as well as commonly applied infrastructures, on the one hand. On the other hand, it strongly avails itself of an investigation in factors influencing and MDB's maturity thereby not abstracting away from accepted frameworks like CMMI, V-Modell\textsuperscript{®} XT, or Measurement-CMM. As a result, the MDB\textsuperscript{MM} enables us to appraise measurement collection process maturity with the aid of a maturity scale similar to that of CMMI-SE/SW simultaneously suggesting ways for improvement.

Architecture Maturity and Requirements Maturity Do not Explain Each Other

Maya Daneva

University of Twente
m.daneva@utwente.nl

Abstract. Enterprise Architecture and Enterprise Resource Planning (ERP) solutions have profound influences on today’s connected business world. Yet, the relationship between the two is not enough explored and, as a result, only partially understood. This paper sheds some light into this relationship and suggests exploring it by using the concept of maturity. We build upon our previous experiences in assessing ERP Requirements Engineering processes and enterprise architecture processes in an industrial setting.
Tool supported effort monitoring and estimations in EAI multi projects

Daniel Reitz*, Andreas Schmietendorf*, Reiner Dumke*
*T-Systems International GmbH, SSC P&PA, Wittstraße 30H, 13509 Berlin
{daniel.reitz, andreas.schmietendorf}@t-systems.com

Otto-von-Guericke-Universität Magdeburg, Fakultät Informatik, Institut für Verteilte Systeme, Postfach 41 20, 39016 Magdeburg,
{reitz, schmiete, dumke}@ivs.cs.uni-magdeburg.de

Abstract. This article is about effort monitoring and estimation in the context of a complex EAI solution. Therefore we want to introduce a multi project reporting environment to monitor the progress of different parts (sub-projects) of an EAI project. This environment is also used to store and present empirical data from realized EAI sub-projects to support the step by step development of a methodical estimation process. Furthermore we want to discuss within this document the problems and challenges of effort and cost estimations in EAI projects and we want to present a method to handle integration requirements in large enterprises with EAI activities.

KEYNOTE:

Offshoring – 6 years of industrial experience in distributed software development

Andreas Schmietendorf*, Stanimir Stojanov+
andreas.schmietendorf@t-systems.com

* Hochschule Harz, University of applied science, Friedrichstraße 57-59, 38855 Wernigerode
aschmietendorf@hs-harz.de

+ University of Plovdiv, Faculty of Mathematics and Informatics, 24 Tzar Assen St, 4000 Plovdiv, Bulgaria
csstani@pu.acad.bg

Abstract. The so called "offshore development" is a new trend for the software development community. The aim is much of the development work is done in lower paid countries. Within this paper we describe selected aspects of a long-time partnership between an accomplishment unit of T-Systems and a Bulgarian cooperation partner. Since 1998, the authors implemented a procedure for distributed software development step-by-step. This form of cooperation in the area of the software development is connected with the concept of the offshoring today. More than 25 industrial projects could be realized successfully through this partnership.
Measurement eLearning
A classification approach for eLearning-Systems

Martin Kunz, René Braungarten, Reiner R. Dumke
Software Engineering Group
Institute for Distributed Systems
University of Magdeburg, Germany
{makunz, braungar, dumke}@ivs.cs.uni-magdeburg.de
http://ivs.cs.uni-magdeburg.de/sw-eng/us/

Abstract. With increasing competition in the software development industry the guidance of management decision with software measurement methods gets more and more important. Due to the general complexity of these methods and the rising geographical distance of the participants of the software development process, web-based system for professional training and collaboration in the software engineering sector gains more relevance. This paper describes a potential way of evaluation of such systems, and classifies a selected example with the presented three categories.

Software Maintenance expert system (SM\textsuperscript{xpert})
Measuring the use of the knowledge base

Alain April, Jean-Marc Desharnais
École de Technologie Supérieure, 1100 Notre-Dame West, Montreal, Canada
alain.april@etsmtl.ca, jean-marc.desharnais@etsmtl.ca

Abstract. Maintaining and supporting the software of an organization is not an easy task, and software maintainers do not currently have access to tools to evaluate strategies for improving the specific activities of software maintenance. This article presents a knowledge-based system which helps in locating best practices in a software maintenance capability maturity model (S3\textsuperscript{m}). It presents an XML-based usage of the knowledge base to measure the concepts most often employed by software maintainers. The contributions of this paper are: 1) to instrument the maturity model with a support tool to aid software maintenance practitioners in locating specific best practices; and 2) to describe an XML-based measurement approach to locate the concepts most often accessed by users.
On the Applicability of FPA and COCOMO II in a workflow and maintenance context

Valérie Paulus\textsuperscript{1}, Grégory Seront\textsuperscript{1}, Miguel Lopez\textsuperscript{1}, Christian Huvelle\textsuperscript{2}, Bernard Bolle\textsuperscript{2}

\textsuperscript{1}CETIC asbl, Rue Clément Ader, 8, B-6041 Gosselies, Belgium
vp, malm, gs@cetic.be

\textsuperscript{2}Siemens Business Services n.v./s.a., Chaussée de Liège 221, 5100 Namur
christian.huvelle, bernard.bolle@siemens.com

Introduction

The estimation of the needed effort to develop a brand new application or a brand new series of functionalities is a day-to-day challenge in software development organisations. Some techniques exist and are used in the industry. Well known methods are the function point analysis (FPA) and the predictive cost model COCOMO II. Both are used in the development team of Siemens Business Services Belgium (SBS).

Benchmarking is an essential control mechanism for management

Ton Dekkers
Sogeti Nederland B.V.
ton.dekkers@sogeti.nl

Abstract. A great number of big organisations already has been outsourcing the IT activities or is thinking about outsourcing. Even outsourcing companies in some cases use specific variances in outsourcing IT, e.g. near-shore or offshore. But are these activities so beneficial, are they introducing other risks or is it all opportunity? Management needs to find a way to decide on transparent and objective criteria whether outsourcing could be beneficial. First of all a measurement model for controlling outsourcing or investigating the cost benefit ratio for outsourcing should be adopted. Key issue in most of these models is project delivery rate. To be able to compare and to judge project delivery rates, benchmarking is a good way to resolve this topic.
Investigation of the Effort Data Consistency in the ISBSG Repository

David Dery, Alain Abran
École de Technologie Supérieure
david.dery.1@ens.etsmtl.ca, aabran@ele.etsmtl.ca

Abstract. To develop adequate software project estimation models using statistical techniques, the consistency of historical data is important. This paper investigates this issue by looking into the consistency of the information contained in one of the most important fields in the International Software Benchmarking Standards Group (ISBSG) repository, that is, the project effort data field. This paper also presents an example of how effort data from projects that include a large number of project phases can be used for extrapolation, through a normalization process, to projects with fewer phases. The ISBSG organization has attempted to tackle this issue on the variability of phases included in the project effort field by deriving a normalized work effort field. This paper investigates this problem and reports on a number of related issues.

MTPF Function Points Measure Early Method

Ramón Asensio Monge, Francisco Sanchis Marco,
Fernando Torre Cervigón

Abstract. The function point analysis (FPA) by A.J. Albrecht is a standard method for development from the customer’s point of view. International Function Point Users Group, (IFPUG), considers FPA as a standard in the software functional size measurement. IFPUG follows Albrecht’s method and adds in its releases modifications to its rules and hints in order to improve it. The documentation level required for the implementation of this method corresponds to Rudolph’s classification level I (in requirement specifications). This documentation is hardly available to development software organizations for others when budgeting. It represents a problem as well for those companies developing their own software if they are forced to quit a project development due to requirement specification process costs. The present work aims to develop an early method of function point measure of software products functional size, whose acronym is MTPF. The required documentation to implement MTPF is some documentation obtained previous the Analysis activity. The results of the implementation of MTPF method will be presented in this article, divided in our leading point:
- Determination of the factors to be considered for MTPF method implementation
- MTPF method implementation
- MTPF measure and supporting tools
- Determination of MPTF method goodness
A Case Study on Using Functional Size Measurement Methods for Real Time Systems

Cigdem Gencel, Onur Demirors, Erhan Yuceer
cgencel@ii.metu.edu.tr, demirors@ii.metu.edu.tr, Erhany@AYESAS.com

Abstract. Among various approaches to software size estimation, the metrics and methods based on “functionality” have been widely used. Although all Functional Size Measurement (FSM) methods measure size in terms of the “functionality” provided to the users, what they count and how they do change according to the type of application domain the method is designed to be applicable, software entity types used to measure the size attribute and the phase of estimation during the software development life cycle. This paper presents the results obtained by applying two well-known FSM methods; Mk II FPA 1.3.1 and COSMIC FFP 2.2 to a real-time system which have control as well as algorithmic components. These methods are selected not only for being international ISO standards that are conformant to ISO/IEC 14143, but have measurement manuals as well. The comparison of these methods with respect to their measurement processes, the difficulties faced during the measurement processes and the improvement opportunities for FSM approaches are also discussed.

FSM Influences and Requirements in CMMI-Based Software Processes

Reiner R. Dumke, Karsten Richter, Thomas Fettke
University of Magdeburg, Institute of Distributed Systems, Magdeburg, Germany
dumke@ivs.cs.uni-magdeburg.de
http://ivs.cs.uni-magdeburg.de/sw-eng/agruppe/

Abstract. The following paper describes the influences of functional size measurement (FSM) methods in the Capability Maturity Model Integration (CMMI). Furthermore, it is indicated where FSM is necessary in CMMI-based process improvement. Starting with a short characterization of the functional size measurement approach we discuss the role and intention of FSM during the software processes. Based on an industrial project using CMMI evaluation we will present an analysis of the parts and ingredients of functional size considering the different process maturity levels.
Adapting Use Case Model for COSMIC-FFP Based Measurement

Piotr Habela$^1$, Edgar Glowacki$^1$, Tomasz Serafiński$^2$, Kazimierz Subieta$^{1,2,3}$

$^1$ Polish-Japanese Institute of Information Technology, Warsaw, Poland
{piotr.habela, edgar.glowacki}@pjwstk.edu.pl

$^2$ Łódź University of Technology, Łódź, Poland,
tomaszek@kis.p.lodz.pl

$^3$ Institute of Computer Science, Polish Academy of Sciences;
Polish-Japanese Institute of Information Technology, Warsaw, Poland
subieta@ipipan.waw.pl

Abstract. The COSMIC-FFP estimation is defined using abstract, domain-independent terms that need to be mapped onto the notions of the utilized software development methodology. On the other hand, for productivity reasons it is important to avoid model reconstruction dedicated for just measuring purposes. Use Case model seems to be an optimum candidate for serving both general purpose requirement management and measurement input model needs. The measurement preparation influences to some extent the perspective of the use case model, but can also enforce its quality. In this paper we describe our experiences in adjusting both use case model style and detailed measurement principles to achieve synergy between requirement specification and size estimation, and to keep the counting intuitive and adequate. We focus on resolving the functional redundancy issue by appropriate Use Case organization. In addition, the suggested style of use case specification is intended to make allow counting the functional size units in a straightforward way for particular scenario step specifications. Some remarks on counting use case variants and different actor sets are also provided.

COSMIC-FFP & Functional Complexity (FC) Measures: A Study of their Scales, Units and Scale Types

Manar Abu Talib**, Alain Abran*, Olga Ormandjieva**

*École de Technologie Supérieure - ETS
1100 Notre-Dame Ouest, Montréal, Canada H3C 1K3
alain.abran@ele.etsmtl.ca

**Concordia University
1455 de Maisonneuve Blvd. W. Montreal, Quebec H3G 1M8, Canada
m_abutal@cse.concordial.ca, ormandj@cse.concordia.ca

Abstract. This paper presents an overview of some measurement concepts across both COSMIC-FFP, an ISO standard (ISO/IEC 19761) for functional size measurement and Functional Complexity (FC), an entropy-based measure. It investigates in particular three metrological properties (scale, unit and scale type) in both of these measurement methods.
Measurement Convertibility - From Function Points to COSMIC-FFP

Alain Abran, Jean-Marc Desharnais, Fatima Aziz
École de Technologie Supérieure - ETS
1100 Notre-Dame Ouest, Montréal, Canada H3C 1K3
alain.abran@etsmtl.ca, jean-marc.desharnais@etsmtl.ca,
fatima.aziz.1@ens.etsmtl.ca

Abstract. Several organizations are interested in using convertibility ratios between COSMIC- FFP (ISO 19761), the second generation of functional size of the software, and Function Points Analysis – FPA (ISO 20926). This paper presents a survey of previous convertibility studies and reports on findings from an additional data set. In summary, these studies indicate that convertibility can be simple and straightforward when only human users are taken into account in the measurement viewpoint. It also provides indication that convertibility can be less straightforward is some instances.

Improvement of analysis model by removing improper parts based on functional size measurement

Shin-ichi Nagano†, Tuneo Ajisaka‡
†NTT 9-11 Midori-cho 3-chome Musashino-shi, Tokyo, 180-8585 Japan
nagano.s@lab.ntt.co.jp
‡Faculty of Systems Engineering, Wakayama University 930 sakaedani,
wakayama-shi, Wakayama, 640-8510 Japan
ajisaka@sys.wakayama-u.ac.jp

Abstract. We propose a method to remove possible improper parts from an analysis model based on measured functional size tendencies of each function and object that constitute the model. Actual review shows that frequently occurring troubles include ambiguity, defectiveness, inconsistency, and so on. In light of this, we propose a method for removing possible inappropriate elements from an analysis model. The proposed method uses the functional size measurement method. This paper shows inadequacies in analysis models based on actual reviewing research and explains a method for removing possible improper parts. Additionally, the improvement of the analysis model will be discussed concretely and illustrated with simple examples.
Functional details visualization and classification in the
COSMIC FSM framework

Luca Santillo
Data Processing Organization
luca.santillo@dpo.it

Abstract. Given the relevance of software functional size measurement to the industry and in practice, improved ways to represent and handle the measurement details can provide significant advantages and make possible to discover new interpretation and exploitation possibilities over measurement results. This work illustrates some enhancement proposal in the COSMIC framework, to improve the significance of the measures and to add such exploitation possibilities, by means of a so-called “data movement diagram” and a further extension, to include data manipulation classification for functional processes within the software, denoted “functional processing diagram”. Possible advantages of the proposal would be to allow process-to-process comparison and profiling, complexity and reuse evaluation, and visual impact analysis of software changes required by enhancement projects.

Complex Evaluation of an
Industrial Software Development Project

Andreas Schmietendorf#, Reiner Dumke*

#T-Systems International, Entwicklungszentrum Berlin, Integration Services, Wittestraße 30G, 13476 Berlin
andreas.schmietendorf@t-systems.com

*Otto-von-Guericke-University Magdeburg, Fakultät Informatik, Institut für Verteilte Systeme, Postfach 41 20, 39016 Magdeburg
{schmiete, dumke}@ivs.cs.uni-magdeburg.de

Abstract. Benchmarks are widely used to verify the maturity of project organizations. This paper shows our experiences with the implementation of a project related assessment. The assessment was driven from the wish to receive more transparency within an introduced project organization. We used as method for the evaluation our own benchmark process, first introduced on the IWSM 2003. During the last two years we applied this method in 6 industrial projects. This benchmark based on the identification of the process maturity, the realization of a strengths and weaknesses profile and the size measurement of the whole implementation. Based on the size measurement we derived the project related effort by the use of the COCOMO and Function Points method. Finally we compare the effort estimation with the real effort.
Analysis of Object-Oriented Metrics

K.K. Aggarwal, Yogesh Singh, Arvinder Kaur, Ruchika Malhotra
School of Information Technology, GGS Indraprastha University,
Delhi 110006, India

Abstract. The increasing importance of software measurement has lead to development of new software measures. Many metrics have been proposed related to various object-oriented constructs like class, coupling, cohesion, inheritance, information hiding and polymorphism. But there is a little understanding of the empirical hypotheses and application of many of these measures. It is often difficult to determine which metric is more useful in which area. As a consequence, it is very difficult for project managers and practitioners to select measures for object-oriented systems. In this paper we investigate 22 metrics proposed by various researchers. The metrics are first defined and then explained using practical applications. They are applied on sample projects on the basis of which descriptive statistics of each measure is presented. Finally, a review of the empirical study concerning chosen metrics and subset of these measures that provide sufficient information is given and metrics providing overlapping information are excluded from the set.

Measurement of Cohesion and Coupling in OO Analysis Model Based on Crosscutting Concerns

O. Ormandjieva, M. Kassab, C. Constantinides
Concordia University
1455 de Maisonneuve Blvd. W. Montreal, Quebec H3G 1M8, Canada
{ormandj,moh_kass,cc}@cse.concordia.ca

Abstract. Separation of Concerns is a fundamental software engineering principle achievable through implementation of the software development quality patterns Low Coupling and High Cohesion throughout the software development life-cycle. This paper introduces measurements for controlling the coupling and cohesion of the Object-Oriented (OO) analysis model based on the notion of crosscutting concerns. Controlling the OO analysis model’s quality is crucial as errors introduced in the OO analysis model might propagate throughout the software development phases into the final product where their correction would require considerable additional effort and resources. The measurement control mechanisms for obtaining early feedback on the levels of coupling and cohesion in the analysis model help identify early crosscutting implications in the system. Associating the analysis model with these measurements leads to early feedback on the realization of the crosscuttings within the proposed system and thus an early possible treatment. The proposed cohesion measurement is new; the coupling measurement is an adoption of an existing OO design measure.
Information Management for Industrial eLearning Projects

Uwe Blazey¹, Reiner Dumke²

¹UBISNET (Germany)
   uwe@blazey.de

²Otto-von-Guericke-Universität Magdeburg
   Institut für Verteilte Systeme
   dumke@ivs.cs.uni-magdeburg.de

Abstract. To ensure a successfully management of eLearning projects, it is necessary to get current information of completed, running and future project- activities in well-structured quality. In the following there will be shown a view of the first activities with this targets. All used data and information are based on the UBISNET eLearning project database. The goal is, in view of the permanent increasing of complexity, to minimize the future project risks, to optimize the processes, hold the quality level and make improvements possible, where improvements are necessary. These works can be only successfully, if here relevant and measurable results are computed, on whose basis a correcting action in complex processes is possible. The beginnings introduced here, are part of a continuously quality and optimization management of UBISNET. The beginnings introduced here, are part of a continuously quality and optimization management of UBISNET and stand in context with subjects of software measurement and software assessment of the University of Magdeburg.

An Analysis of the Design and Definitions of Halstead’s Metrics

Rafa E. Al Qutaish, Alain Abran

École de Technologie Supérieure, University of Québec,
1100 Notre-Dame Ouest, Montréal, Québec H3W 1T8, Canada

rafa.al-qutaish.1@ens.etsmtl.ca, alain.abran@etsmtl.ca

Abstract. Some software measures are still not widely used in industry, despite the fact that they were defined many years ago, and some additional insights might be gained by revisiting them today with the benefit of recent lessons learned about how to analyze their design. In this paper, we analyze the design and definitions of Halstead’s metrics, the set of which is commonly referred to as ‘software science’. This analysis is based on a measurement analysis framework defined to structure, compare, analyze and provide an understanding of the various measurement approaches presented in the software engineering measurement literature.
KEYNOTE:

Software Measurement Body of Knowledge – Overview of Empirical Support

Luigi Buglione, Alain Abran
École de Technologie Supérieure - ETS
1100 Notre-Dame Ouest, Montréal, Canada H3C 1K3
Luigi.Buglione@computer.org, alain.abran@ele.etsmtl.ca

Abstract. The “Guide to the Software Engineering Body of Knowledge – SWEBOK” (2004 version) – contains ten distinct Knowledge Areas (KAs) and three common themes: Quality, Tools and Measurement. Since measurement is present in all the KAs, an initial taxonomy for measurement had been proposed as a foundation for the addition of a new specific KA on Software Measurement. To verify the feasibility of such a proposal, this paper presents an overview of the level of empirical support for each measurement topic identified. The types of empirical support adopted are from the Zelkowitz & Wallace taxonomy.

Using Simulation to Determine the Sensibility of Error Sources for Software Effort Estimation Models

Mercedes Ruiz¹, Juan-José Cuadrado Gallego², Miguel-Angel Sicilia², Daniel Rodríguez³

¹The University of Cádiz, Spain
²The University of Alcalá, Spain
³The University of Reading, Reading, RG6 6AY, United Kingdom

Abstract. In this paper, a software project simulator based on System Dynamics is used to analyze the different sources of error in the initial estimates of parametric models. More precisely, the effect of using the two different COCOMO models, different calibration models, and a different selection of ratings for the effort multipliers in estimates is shown. The bdel-Hamid’ system dynamics simulation model is used as a technique to observe the potential evolution of each error source during the lifecycle and its effects on the key variables of the project such as effort, productivity, schedule, etc. The study determines which of the three sources introduces a higher error in the initial estimations and also their effects in a project the end of the project. We observed how simulation helped to minimize the effect of these errors, corroborating the need for multiple estimation methods.
Independent Dimensions of Software Complexity

Roland Neumann¹, Dennis Klemann²

¹Technical University Kaiserslautern, Software Engineering: Dependability Group p.o.box 3049, 67653, Kaiserslautern, Germany roland.neumann@informatik.uni-kl.de

²Hasso-Plattner-Institute for Software Systems Engineering GmbH at the University Potsdam, 14482 Potsdam, Germany dennis@klemann.org

Abstract. Assessing complex interactions and computation structures of a current software system needs the usage of metrics. Each metric gives information about an internal software property. However, each metric also influences other metrics due to their high correlation. One key problem is to determine this cross influence between metrics. For instance, the count of public methods in a class not only gives a size information but also information about possible interaction with other classes. What about assessing coupling issues independent from the length of methods or the count of attributes?

This paper describes how to work with independent metrics for assessing software complexity. Independent metrics can be used for gaining experience and comparing systems as described. It introduces a set of most characteristic software properties (complexity dimensions) drawn from empirical data, describes the techniques needed to compare metrics from different complexity surveys and shows practical application results to deepen the system’s understanding.

The Measurement Service in Software Engineering Environments

Manuel Bollaín, Juan Garbajosa

Technical University of Madrid System and Software Technology Group mbollain@eui.upm.es, jgs@eui.upm.es

Abstract. It is commonly recognized that software engineering practice, to achieve a good performance, depends on measurement. While the automation of a number of software engineering activities are receiving a lot of attention, it is not the case for measurement. However a good automated support seems to be essential to consolidate the measurement process practice. At present a common understanding is that automation requires software engineering environments and properly integrated tools. This paper provides a first approach to provide a set of requirements for a software engineering environment measurement service, taking as a basis the on-going ISO work on software engineering environments services and INCOSE measurement tools survey criteria.
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Abstract. Software measurement represents an important topic heavily discussed within the software engineering community. Since thirty years, software measurement has become an important domain where interesting debates have occurred. Internal measurements of software do not necessitate any execution. Since these measurements are automated, it is commonly accepted that during such measurements errors cannot occur. Indeed, such measurements have no random or probabilistic aspect. The current paper aims at showing that other sources of error or uncertainty exist in the software measurement. Sources of uncertainty can appear before the measurement itself, that is, at the measurement design level. Indeed, mistakes related to the design of measurement can occur, and therefore affect the measurement results when executing the measures. The current paper extends the notion of uncertainty to the measurement design level, and highlights the impact of the design uncertainty onto the measurement result.
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Abstract. This paper concludes a description of an agent-based measurement support system in order to install a measurement process based on ISO/IEC standard 15939. The different tasks and subjects of the software agents have been developed to represent the constituents of that standard itself. A first prototype is described and some future applications and extensions are discussed. The Agent RelaTED Mesurement InfraStructure (ARTEMIS) is an example how an agent-oriented software engineering approach leads us from monolithic applications to flexible, reliable and autonomously acting agent-based systems as a new kind of measurement infrastructures.
Analysis of the Designs of Coupling Measures: A Case Study
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Abstract. Various measures have been proposed in software engineering for evaluating the quality of object-oriented software systems, many of them aimed at measuring the structural properties of the design of the software, such as coupling, cohesion and inheritance. There is diversity among the current proposals for coupling measurements and models, reflecting a lack of consensus on coupling and the need for a reference framework. This paper investigates the design of coupling measures based on Abran and Jacquet’s model of the process for designing a measurement method. This analysis is illustrated with a case study using measures of one type of coupling, suggested by Chidamber and Kemerer: Coupling Between Objects (CBO). This case study verifies whether or not this CBO measure includes all the design elements of a measurement method.
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Abstract. Many software development organizations still lack support for obtaining intellectual control over their software development processes and for determining the performance of their processes and the quality of the produced products. Systematic support for detecting and reacting to critical project states in order to achieve planned goals is usually missing. One means to institutionalize measurement on the basis of explicit models is the development and establishment of a so-called Software Project Control Center (SPCC) for systematic quality assurance and management support. An SPCC is comparable to a control room, which is a well known term in the mechanical production domain. Its tasks include collecting, interpreting, and visualizing measurement data in order to provide context-, purpose-, and role-oriented information for all stakeholders (e.g., project managers, quality assurance manager, developers) during the execution of a software development project. The article will present an overview of SPCC concepts, a concrete instantiation that supports goal-oriented data visualization (G-SPCC approach), and experiences from practical applications.

QScope - Metriken formulieren, berechnen und visualisieren
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An ISO 15939-Based Infrastructure Supporting the IT Software Measurement
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Abstract. This paper concludes a description of an agent-based measurement support system in order to install a measurement process based on ISO/IEC standard 15939. The different tasks and subjects of the software agents have been developed to represent the constituents of that standard itself. A first prototype is described and some future applications and extensions are discussed.

The Agent RelaTEd Mesurement InfraStructure (ARTEMIS) is an example how an agent-oriented software engineering approach leads us from monolithic applications to flexible, reliable and autonomously acting agent-based systems as a new kind of measurement infrastructures.
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Abstract. The Halstead measures are still a subject of mystery. The properties of these measures are not well understood and there is still a confusion of the scales (types). Halstead’s measures are used by many tools, but the usefulness and the meaning of the numbers of these measures are not clear. We use the concept of the extensive structure from measurement theory in order to investigate and resolve the mysteries of the Halstead measures.
cGQM - Ein zielorientierter Ansatz für kontinuierliche, automatisierte Messzyklen
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Die in diesem Artikel vorgestellten Arbeiten basieren auf Hackystat, einem vollautomatisiertem Messwerkzeug für Software Produkt- und Prozessmetriken. Hackystat wurde um die Fähigkeit der zielgerichteten Messung und Analyse nach dem GQM (Goal, Question, Metric) Paradigma erweitert.

Die so entstehende Messplattform implementiert ein ebenfalls hier vorgestelltes Konzept namens cGQM (continuous GQM), einer Spezialisierung des GQM Paradigmas mit der Einschränkung auf lediglich automatisch erfass- und analysierbare Metriken. cGQM zusammen mit seiner Referenzimplementierung hackyCGQM stellen einen interessanten, vollautomatisierten Ansatz zur werkzeuggestützten Softwareprojektkontrolle dar.

Die aus diesem Ansatz entstehenden Vor- und Nachteile werden in diesem Artikel vorgestellt und kurz diskutiert.

Design eines wertorientierten Metriksystems für die Projektsteuerung im Rahmen von Software-Projekten
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Die Entwicklung eines Metriksystems soll auf spezifischen Verbesserungszielen und Prozessbesonderheiten basieren, damit das entwickelte Metriksystem Erfolgssaussichten hat und einen Nutzen mit sich bringt.
Measuring the Effectiveness of Software Testing
(Converting Software Testing from an Art to a Science)
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Abstract. The proposed paper presents a set of metrics developed by the author while working as a test consultant for a Viennese software house from 1998 until 2003. They are intended to measure and predict the performance of a test operation. With these metrics it should be possible to convert software testing from an art as perceived by Glenford Meyers in 1975 to a science as defined by Lord Kelvin in 1875. The metrics were obtained using the Goal Question Metric Method of Basili and Rombach and were refined through practical application and empirical study. They are supported by a set of tools designed for both static and dynamic analysis as well as for evaluating the results of both.
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Abstract. The planning and control of software development projects in new domains such as the emerging Field of wireless services represent a special challenge: On the one hand, new technologies open up possibilities whose constraints are unclear at the beginning of such a project; on the other hand, there is no proven knowledge regarding domain-specific problems and risks as well as the effort needed to deal with those. Some of the consequences to be expected are unreliable project planning, incorrect effort estimation, and unsuitable risk management with respect to the processes, resources, and technologies to be used.

This article describes how the descriptive process modeling approach can be combined with process-oriented collection and analysis of effort data for identifying domain-specific problems and risks. This combined approach is illustrated with examples from real projects. Benefits as well as potential difficulties encountered with the approach are discussed.
Definition and evaluation of system requirements metrics based on CMMI
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Abstract. This paper presents the results of an industrial case study, aiming at defining and evaluating CMMI conformant metrics for requirements development and requirements management, for the Lucent product LambdaUnite™ MSS. This product is a large-scale, embedded (hardware/software) digital transmission multiplexer system for the metropolitan and wide-area telecommunications market, being developed evolutionary since 2001 in multiple customer releases. Within our case study, state-of-the-art requirements metrics have been investigated, selected, and extended by own, newly defined metrics. These metrics have been specified in detail, measured, validated and analyzed. Most defined metrics have been successfully deployed within our Systems Engineering organization, for better monitoring and improving the system requirements work. To the authors’ best knowledge, very few studies on industrial measuring the requirements management process have been published, so there are rather few related studies to compare our results.
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Software-Metriken als Schlüssel zur Aufwandsabschätzung - Anforderungsmanagement in der Automotive SW-Entwicklung
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Zusammenfassung. Mit dem Ziel, die Aufwände für das Anforderungsmanagement für alle Funktionen einer Motorsteuerung zu bestimmen, wird in diesem Beitrag eine Metrik für Software-Funktionen entwickelt. Die vorgestellte Metrik ist basierend auf der ASCET1-Notation formuliert, die im Automotive Bereich als High Level-Beschreibung der Funktionsoftware verwendet wird.

Das Ergebnis der Kapazitätsabschätzung entsteht durch das Zusammenwirken zweier Informationsteile: Zum einen müssen die relevanten Charakteristika des betrachteten Software-Umfanges in eine adäquate Metrik übersetzt werden. Im Spannungsfeld des Automotive SW-Engineering gilt es in dieser Metrik ebenso den Umfang einer Software als auch deren Vernetzung und Komplexität in geeigneter Weise zu berücksichtigen.

Zum anderen muss die abgeleitete Software-Metrik in Aufwände übersetzt werden, die im Anforderungsmanagement für diese Funktionen ausgelöst werden. Zu diesem Zweck sind auf breiter fachlicher Basis und auf verschiedenen Abstraktionsebenen Pilotprojekte zum Anforderungsmanagement durchgeführt worden. Für die aus der in den Pilotierungen entstandende Funktionsoftware werden die Metrikwerte und die Anforderungsmanagement-Aufwände gegenübergestellt.


Nicht falsch, sondern das Falsche Geschätzt!
Warum viele Function Point Installationen scheitern.
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Zusammenfassung. In der Mehrzahl der Unternehmen, die sich vor Jahren mit viel Aufwand mit der Einführung der Function Point Methode beschäftigten, nutzen diese heute nicht mehr. Als häufigste Gründe für diese Entwicklung werden genannt:
- Wir erhielten keine zufriedenstellenden Schätzungen.
- Programmierung ist kreativ und somit nicht messbar.
- Die Function Point Analysis stellt zu hohe Ansprüche an die Dokumentation.
- Der Aufwand steht in keinem Verhältnis zum Erfolg.

Konsequenz:
- Wir erhielten keine zufriedenstellenden Schätzungen.


Messen des Projekt-Risikos

Ermittlung von Synergiepotenzialen auf Grundlage der Function Point Analyse


Zur Bestimmung des funktionsorientierten Synergiepotenzials bei der Integration zweier IT-Produkte ist es notwendig, die identifizierten Funktionen nach Funktionsgruppen zu klassifizieren. Für die Ermittlung der Funktionalität von IT-Projekten sind in der Vergangenheit verschiedene Metriken entwickelt worden, wobei sich die Function Point Analyse (FPA) als besonders effektiv erwiesen hat.

Anhand konkreter Beispiele wird das Synergismodell erläutert, wobei zusätzlich der Sättigungseffekt bei langen Zeitaufwänden, die Berechnung des Break-Even-Points sowie das Konzept der kritischen Kosten, kritischen Zeitpunkte und kritischen Funktionsumfänge diskutiert werden.

Der Schwerpunkt liegt hier auf der Betrachtung von IT-Produkten; der Beitrag will aber auch Anregung für weitergehende Applikationen sein. So scheint die zugrunde liegende Logik des messbaren Synergiepotenzials (Modell und Formel) auch geeignet, andere Aggregationsstufen zu bedienen. Prinzipiell sollte es möglich sein, von der Funktionalität bis zu dem Unternehmenswert Anwendungsmöglichkeiten zu erschließen. Die Zukunft wird zeigen, ob aus der FPA abgeleitete, messbare Synergiepotenziale auch bei der Bewertung von IT-Produktportfolios oder gar bei Entscheidungen über Fusionen bzw. Kooperationen von IT-Unternehmen dienlich sein können.
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**Warum Prüfen oft 50 mal länger dauert als Lesen und andere Überraschungen aus der Welt der Software-Reviews**
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*_Zusammenfassung._* In Schulungen zu Software-Reviews steht der Trainer immer dann vor einer didaktischen Herausforderung, wenn es darum geht, die von Fachleuten genannten Zahlenangaben zu begründen, die von den Teilnehmern intuitiv in ganz anderer Größenordnung eingeschätzt werden.

Zwei dieser Zahlenangaben, die den Teilnehmern üblicherweise besonders unplausibel vorkommen, sind:

1. Die optimale Inspektionsrate für Textdokumente beträgt nur ca. 1 Seite pro Stunde (und liegt damit um ca. den Faktor 50 unter der reinen Lesegeschwindigkeit).
2. Das durchschnittliche Review findet nur ca. 5% der im Dokument vorhandenen Fehler. Im Beitrag wird gezeigt, mit welchen Kurzexperimenten und Schätzungen, die von den Teilnehmern selbst durchgeführt werden, obige Zahlenangaben zumindest in der Größenordnung als durchaus plausible dargestellt werden können.
Das wundersame Verhalten von Entwicklern beim Einsatz von Quellcode-Metriken
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Benchmarking is an essential control mechanism for management
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Abstract. A great number of big organisations already has been outsourcing the IT activities or is thinking about outsourcing. Even outsourcing companies in some cases use specific variances in outsourcing IT, e.g. near-shore or offshore. But are these activities so beneficial, are they introducing other risks or is it all opportunity? Management needs to find a way to decide on transparent and objective criteria whether outsourcing could be beneficial. First of all a measurement model for controlling outsourcing or investigating the cost benefit ratio for outsourcing should be adopted. Key issue in most of these models is project delivery rate. To be able to compare and to judge project delivery rates, benchmarking is a good way to resolve this topic.
Zusammenfassung. Produktivität ist eine betriebswirtschaftliche Schlüsselzahl, denn sie beeinflusst direkt, was an einem Projekt verdient werden kann. Trotzdem fristet sie im Softwaregeschäft nach wie vor eine Nischendasein. Das liegt weniger daran, dass man mit Software auch ohne Produktivität Geld verdienen kann, als an der Angst, das falsche zu messen.

Über Jahrzehnte haben uns die Gurus eingeimpft, dass Codezeilen über Aufwand als Produktivitätsmaß nicht hinreichend sind - aber sie haben auch niemals ein besseres Maß geliefert. So indoktriniert steuern wir praktisch alle Projekte nach Gutdünken und akzeptieren, dass der Aufwand zwar von der Produktivität abhängt, man diese aber nicht messen kann.

Diesen gordischen Knoten will die Keynote durchschlagen. Sie setzt ganz klar darauf dass man Produktivität messen und verbessern muss. Zu warten, bis uns andere Unternehmen die Butter vom Brot nehmen, ist eine Vogel-Strauß-Strategie, die uns sehr bald aus dem Geschäft wirft.

Harmonization Issues in the Updating of ISO Standards on Software Product Quality
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Abstract. Within the context of the current ISO project to upgrade the set of technical reports on the measurement of the quality of software products (ISO 9126), the ISO working group concerned has come up with proposals for various documents (standards or technical reports) in the new ISO 25000 series to improve the interpretation and use of the quality measures. This paper investigates some of the harmonization issues arising with the addition of new documents like ISO 25021, in particular with respect to previously published measurement standards for software engineering, such as ISO 9126, ISO 15939, ISO 14143-1 and ISO 19761.

Keywords: Software Product Quality, Software Measurement, ISO 25021, ISO 9126, ISO 15939.

1 Introduction

In 1991, the ISO published its first international consensus on the terminology for the quality characteristics for software product evaluation (ISO 9126:1991) [1]. During the period 2001 to 2004, the ISO published an expanded version, containing the ISO quality models and a consensus on inventories of proposed measures for these models. The current version of the ISO 9126 series of standards consists of four documents [2-5]:

- ISO 9126-1: Quality Models
- ISO TR 9126-2: External Metrics
- ISO TR 9126-3: Internal Metrics
- ISO TR 9126-4: Quality in Use Metrics

The ISO has now recognized a need for further enhancements to ISO 9126, primarily as a result of advances in the field of information technologies and changes in environment [6]. Therefore, the ISO is now working on the next generation of software product quality standards, which will be referred to as Software Product...
Quality Requirements and Evaluation (ISO 25000). This series of standards will replace the current ISO 9126 and ISO 14598 series, and will consist of five divisions [7], each of which may contain one or more documents:

- ISO 2500n: Quality Management Division
- ISO 2501n: Quality Model Division
- ISO 2502n: Quality measurement Division
- ISO 2503n: Quality Requirements Division
- ISO 2504n: Quality Evaluation Division

This work is being carried out by Working Group 6 (WG6) of the software and system engineering subcommittee (SC7) of the ISO/IEC joint technical committee (JTC1) on Information Technology, that is, ISO/IEC JTC1/SC7.

One of the objectives of this new ISO 25000 series (and what makes it different from the current ISO 9126 series) is the harmonization of its contents with the software measurement terminology of ISO 15939 [8], itself based on the ISO metrology terminology [9]. Figure 1 shows the proposed structure of the quality measurement division (ISO 2502n) series that is to replace the current four-part ISO 9126 series of standards [10]. This proposed quality measurement division (ISO 2502n) will consist of five documents:

- ISO 25020: Measurement Reference Model and Guide
- ISO 25021: Quality Measure Elements
- ISO 25022: Measurement of Internal Quality
- ISO 25023: Measurement of External Quality
- ISO 25024: Measurement of Quality in Use

Figure 1: WG6 Proposed Structure of the Measurement Division (ISO 2502n series)

Included in this new set of technical reports is a proposed new structure with additional new concepts, such as: ‘quality measure elements’ (QME) and ‘software quality measures’ [10]. This paper also investigates these proposed concepts, their
use and interpretation, and their relationship to similar concepts in other ISO documents.

This paper discusses the issues concerning terminology harmonization in section 2, and the issues concerning the harmonization of quality model coverage between ISO DTR 25021 and ISO 9126 in section 3. A discussion, conclusions and recommendations are presented in section 4.

2 Terminology harmonization

2.1 Metrology terminology

The ISO 9126 working group (WG6) has proposed the introduction of four new expressions in ISO DTR 25021 [10], namely: ‘Quality Measure Elements’, ‘General Quality Measure Elements’, ‘Specific Quality Measure Elements’ and ‘Quality Measures’. The introduction of these new terms raises the following concern: either the proper mapping to the set of classic metrology terms has not yet been completed or there are concepts and related terms missing in the metrology vocabulary. The latter would be surprising, since metrology is a rather mature domain of knowledge based on centuries of expertise in the field of measurement and related international standardization. In this paper, we revisit the WG6 proposal in order to recommend a proper mapping of concepts to the related metrology [9] terms and to ISO 15939 [8].

The following two expressions come from the ISO standard on software measurement process, ISO/IEC 15939 [8], which is itself based on the definitions in the ISO International Vocabulary of Basic and General Terms in Metrology (VIM 1993) [9]:

Base measure: a measure defined in terms of an attribute and the method for quantifying it. A base measure is functionally independent of other measures.

Derived measure: a measure defined as a function of two or more values of base measures. A transformation of a base measure using a mathematical function can also be considered as a derived measure.

In [10], it is claimed that a quality measure element is either a base measure or a derived measure, but then the consensual metrology terms are ignored in favor of locally defined WG6 measures, thus bypassing the ISO and SC7 harmonization requirements on measurement terminology.

The ‘quality measure elements’ are described as an input for the measurement of the ‘software quality measures’ of external quality, internal quality and quality in use [10]. Figure 2 shows the proposed relationship between the ‘Quality Measure Elements’ and the ‘Software Quality Measures’, and between the ‘Software Quality Measures’ and the quality characteristics and subcharacteristics. In metrology, these would correspond to base measures and derived measures respectively. It can be observed as well that these measures, in particular the derived measures, are defined specifically to measure the subcharacteristics of internal and external quality or the
characteristics of quality in use. None of these is directly related to the top level of ‘software quality’ (which is itself decomposed into three models, then into 16 characteristics and further into a large number of subcharacteristics). Therefore, the expression selected, in [10], ‘software quality measures’, is at a level of abstraction that does not represent the proper mapping of the measures to the concept being measured.

Figure 2: Quality Measure Elements Concept in the "Software Product Quality Measurement Reference Model" [10]

2.2 Harmonization with the ISO 15939 Information Model

The ISO 15939 information model has been divided into three different sections: data collection, data preparation and data analysis [11]. Figure 3 shows a mapping between this information model (left-hand side of Fig. 3) and the software product quality measurement and evaluation of ISO series 9126 and 14598 (right-hand side of Fig. 3).

2.3 Description Harmonization

The WG6 proposal in [10] recommends next a set of 15 ‘General Quality Measure Elements’ – Table 1 – to be used as ‘Specific Quality Measure Elements’ within the software product life cycle; [10] includes a description of its selection of 61 such ‘Specific Quality Measure Elements’. However, it is noted that there are no specific quality measure elements related to the general quality measure elements ‘Number of User Operations’ or ‘Number of System Operations’.
Figure 3: Mapping between ISO 15939 Information Model and ISO 9126 and ISO 14598

ISO : Software Product Evaluation
- ISO 14598-1: General overview.
- ISO 14598-2: Planning and management.
- ISO 14598-6: Documentation of evaluation modules.

ISO Software Product Quality Models
- ISO 9126-1 Internal and External Quality Characteristics:
  1. Functionality.  2. Reliability.  3. Usability.
- ISO 9126-1 Quality in Use Characteristics:

ISO - Software Product Quality Derived Measures
- In ISO TR 9126, parts 2 to 4, the Internal Quality and External Quality subcharacteristics and Quality in Use characteristics each have a number of derived measures.
- There are 27 subcharacteristics each for Internal and External Software Product Quality.

ISO – Base Measures
In TR 9126 parts 2 to 4, the base measures are labeled and used in ISO TR 9126, parts 2 to 4, but they are not defined nor described at a detailed level.

For the description of each of these quality measure elements, different ‘aspects’ are proposed in [10]:

1. Scale type: the aspect related to the scale type used for measurement.
2. Focus: the aspect related to the scope and objective of the measurement (e.g. the software product itself, the software product in a system, the software product in a system used by a specified user in a specified scenario).
3. Method type: the aspect related to the measurement method type relating to the quality measure element used for measurement.

For aspect 3, it is stated in the same document that the scope and objective are related to the different parts of ISO 9126 (internal quality, external quality and quality in use). It must be noted that the use of expressions such as ‘scope’ in [10] for a measurement method is not harmonized with the corresponding ‘scope’ terminology used in other ISO software measurement-related standards, such as ISO 14143-1 [12] and ISO 19761 [13].
Table 1: ‘General Quality Measure Elements’ [10]

<table>
<thead>
<tr>
<th>1. Number of Functions</th>
<th>2. Number of Failures</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. Number of Faults</td>
<td>4. Product Size</td>
</tr>
<tr>
<td>5. Time Duration</td>
<td>6. Number of Test Cases</td>
</tr>
<tr>
<td>7. Number of Restarts</td>
<td>8. Number of I/O</td>
</tr>
<tr>
<td>9. Number of Trials</td>
<td>10. Number of Data Items</td>
</tr>
<tr>
<td>11. Data Size</td>
<td>12. Number of Requirements</td>
</tr>
<tr>
<td>13. Number of Tasks</td>
<td>14. Number of User Operations</td>
</tr>
<tr>
<td>15. Number of System Operations</td>
<td></td>
</tr>
</tbody>
</table>

It can also be observed that, in Table 1, a number of the quantities have a label starting with ‘number of’. However, these do not use a reference scale typical of measures in the sciences or in engineering, but are rather counts on entities. For any of these proposed counts, such as the ‘number of functions’, no specific method is proposed for an identification of the number of functions in a consistent manner across measurers and organizations; for instance, the definition of the word ‘function’ could differ from one individual to another within the same organization, and more so across organizations. Therefore, to say in [10] that such numbers are obtained by an ‘objective’ method is an overstatement, since they must be obtained mostly on the basis of the judgment of the person carrying out the count.

Of the 15 proposed general quality measure elements, only ‘time’ comes from a classic base measure using, for instance, the international standard unit of the second (or a multiple or submultiple of it) as its reference scale. There are also measuring instruments to ensure that time measurements are indeed obtained in an objective manner.

It can also be observed that, of the 15 measures proposed in Table 1, at most four are directly related to the quality of software: number of faults, number of failures, number of restarts and number of trials. None of the other 12 measures is directly or indirectly related to the quality of software. In fact, they are strictly independent of it per se, as they are often used for normalization purposes, for instance.

Finally, in [14], the issue of documenting a base measure using the full set of metrology concepts about quantities and units has been investigated and recommendations provided that would lead to a more comprehensive design of the software measure.

2.4 Lack of reference to corresponding ISO measurement standards

For the ‘product size’ general quality measure element, [10] lists many ways to measure product size: lines of code, function points, modules, classes and visual structures. There are also various methods for counting lines of code and for measuring function points. Therefore, this general quality measure element could be further split into different base measures. Moreover, the ISO has specified mandatory requirements for function point measurement methods [12], and has recognized four different functional size measurement methods as ISO standards meeting these requirements, such as COSMIC-FFP [13]. None of these existing ISO software...
engineering standards, which are referenced in ISO 90003 [15], has been mentioned or referenced in [10]. Also, the various methods available to obtain those numbers have their strengths and weaknesses, from a measurement perspective, in terms of repeatability, reproducibility, software domains of applicability and accuracy.

3 Coverage Harmonization

3.1 Limited coverage of the ISO quality models and corresponding measures

ISO TR 9126, parts 2 to 4, presents the ISO inventory of measures for the full coverage of the ISO software product quality models (internal quality, external quality and quality in use) for measuring any of their quality characteristics and subcharacteristics. The full sets of base measures in these three parts of ISO 9126 are presented in Appendix A and include 82 base measures.

Of these 82 base measures, only 15 are included in [10]; this means that the coverage in [10] is very limited, and the reasons for this are not obvious. The proposed content coverage of this subset of base measures is claimed in [10] to be the ‘most important’; however, no specific criteria to determine its ‘importance’ are provided. Some generic information is provided in [10] to suggest that these measures were derived from a questionnaire-based survey; however, it does not provide the reader with information about the criteria for selection, the size and representativeness of the sample in the countries where the data were collected, or the representativeness of this sample outside these countries. Another claim, that “they represent a default kernel of quality measures, which are proven to be beneficial and common practice” [10], is not supported by documented evidence, nor is there a discussion of its generalizability outside its data collection context.

Appendix B presents a detailed analysis of the coverage of the quality measures in [10], together with the corresponding availability in ISO TR 9126, parts 2 to 4. Appendix B specifically illustrates that 15 measures for the ‘internal quality’ of software product are selected in [10] out of an inventory of 70 in the corresponding ISO TR 9126-3, while 55 measures are excluded, again without a documented rationale.

Furthermore, the 15 measures of internal quality selected in [10] cover only 4 of the 6 quality characteristics of the ISO model of internal quality, and only 9 of 27 subcharacteristics; again, the rationale for excluding any characteristic or subcharacteristic is not documented.

Similarly, for the ‘Quality in Use’ quality measures, [10]:

- Includes only 2 quality measures of the 15 already available in ISO TR 9126-4
- Excludes 2 QIU characteristics, that is, ‘safety’ and ‘satisfaction’
- Does not include any Specific Quality Measure Elements related to the ‘Number of User Operations’ and ‘Number of System Operations’
3.2 Overlapping issues

Some additional information included in [10] has already been covered in ISO TR 9126 documents, and will be included in the ISO 25000 series; for instance, information about the 'scale types' is covered through rephrasing information contained in other documents, once again increasing synchronization and harmonization right away and over the long term. Similarly for the narratives about the measures of internal software quality, external software quality and software quality in use, as well as for the narratives about the software measurement methods.

This is contrary to the ISO practice of avoiding duplication or the rephrasing of information across ISO documents, and increases the possibility of inconsistencies across documents; it could later lead to significant effort over the long term in maintaining synchronization of documents covering similar subsets of information.

These examples point to configuration management issues over the long term which will represent additional cost to the purchasers of these ISO documents, since they will be required to pay twice for the same information which is a subset of the full inventory. This could lead to some confusion for standards users as to which of these documents is most valuable to a standard purchaser, and under what circumstances.

4 Discussion

4.1 Summary of harmonization issues in ISO DTR 25021

The ISO is now working on the next generation of software product quality standard, which will be referred to as Software Product Quality Requirements and Evaluation (ISO 25000). One of the objectives of this new ISO 25000 series (and what differentiates it from the current ISO 9126 series) is the harmonization of its contents with the software measurement terminology of ISO 15939 [8], itself based on the ISO metrology terminology [9]. In this paper, terminology harmonization issues have been identified, as well as the coverage of harmonization issues in ISO DTR 25021 and ISO 9126 in terms of the coverage of ISO quality models.

Below is a summary of the harmonization issues identified:

A) Terminology in [10]:

- what is referred to as a ‘quality measure element’ corresponds to the classic concept of ‘base measure’ in ISO 15939;

- what is referred to as ‘software quality measure’:
  - corresponds to the classic concept of ‘derived measure’ in ISO 15939;
  - is not at the proper level of abstraction for the concept being measured when mapped to the hierarchy of concepts for software product quality adopted by the ISO.

B) Harmonization with the Information Model of ISO 15939:
- unless the terminology is harmonized with ISO International Vocabulary of Basic and General Terms in Metrology, then it is challenging to align the older versions of the ISO 9126 and ISO 14598, and it will be even more challenging with the upcoming updates in ISO 25000.

- should the harmonization of terminology be accepted, it becomes then easier to map each of these ISO 9126 and 14598 series into the Information Model of ISO 15939.

C) Description harmonization:

- A large number of the base measures proposed are counts of entities rather than measures per se with required metrological characteristics, such as: unit, scale, dimension, measurement method, measurement procedures, etc.

- In [10], in some instances, like ‘product size’ for example, there is no reference to other existing ISO standards for software size, such as ISO 19761, etc.

- There are a number of claims that the proposed base measures are ‘objective’, while they are obviously derived from a manual process without precisely documented measurement procedures, thereby leaving much to the measurer’s judgment.

D) Coverage harmonization in [10]:

- The set of base measures documented represents only a limited subset of the base measures within ISO 9126, parts 2 to 4; the rationale for inclusion or exclusion is not documented.

- The set of base measures does not allow coverage of the full spectrum of quality characteristics and subcharacteristics in ISO 9126, parts 2 to 4; again, the rationale for inclusion or exclusion is not documented.

4.2 Recommendations

From the above analysis, the following recommendations are put forward:

- Ensure that the terminology on software product quality measurement is fully aligned with the classic measurement terminology in the sciences and in engineering;

- Provide full coverage of the base measures for all three ISO models of software quality;

- Provide improved documentation of the base measure using the criteria from metrology;

- Provide clear mapping and traceability of the new ISO 25000 documents to the ISO 15939 Information Model.
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1 Introduction

As through [8] described every major company that wants to survive within a global marketplace has to change in an e-business company. The change to an e-business company implies at least the following aspects:

- Changed business processes (high degree of automation).
- Definition of an IT-architecture that supports e-business capabilities.
- Adjusted procedures for the software (service) development.
- Changed procedures for the operating of IT-applications.
- Intensive utilization of the possibilities of the Internet.

Especially the Web services technology supports this goal. Web services are attractive for industrial software development, and play an important role in the field of integration solutions and the current challenge of establishing service-oriented architectures (short SOA). A Web service can described as piece of software located in the Internet, whose public interface is described using WSDL (Web Service Description Language) and that uses XML-based protocols (e.g. SOAP, Simple Object Access Protocol) to communicate with clients and other services. Web service metadata can be published in a registry (e.g. UDDI, Universal Description, Discovery and Integration), where it can be found by probable clients in order to establish a connection with the service.

To establish service oriented architectures it requires rules and guidelines for the "step by step" implementation of service offerings and a procedure for a business process driven integration of this service offerings. Furthermore it needs quality assurance systems for service development projects. Currently, there are only few approaches for the quality assurance of software development projects in the field of service oriented architectures. But those projects differ relatively strong from classical software development projects. This means those new business requirements are implemented through the integration of already existing systems and their offered services, as on the basis of new developed applications.

This paper describes an ongoing work. After this short introduction it describes the basics and principles of a service-oriented architecture. Furthermore it investigates
the possible contents of a guideline for the service development, respectively the service integration. In addition, some aspects are introduced for the use of measurements. Finally the paper gives a conclusion and proposes necessary research projects.

2 SOA at a glance

Like mentioned through [Dostal 2004], the idea of SOA is not only driven from the Web service technology. Basic concepts were already available in the context of distributed communication mechanism like DCE or CORBA. Over it out SOA considers process relevant aspects, required resource and the product itself.

2.1 Basics of Service oriented architectures

Before talking about service-oriented architectures (SOA), the concepts of software architecture shall be clarified by a rather classic definition of [2]:

"The software architecture of a program or computing system is the structure or structures of the system, which comprise software components, the externally visible properties of those components, and the relationships among them."

Nevertheless, currently we have no common definition for understanding the concepts of SOA. From my view, the development happens less on technological level. Also aspects of the IT- and business-architecture, but also semantic questions are important to reach a SOA. The following definition of SOA, pointed out by the Gartner Group supports this thesis:

"Essentially, SOA is a software architecture that builds a topology of interfaces, interface implementations and interface calls. SOA is a relationship of services and service consumers, both software modules large enough to represent a complete business function. Services are software modules that are accessed by name via an interface, typically in a request-reply mode. Service consumers are software that embeds a service interface proxy (the client representation of the interface)."

Generally, service-oriented architectures can be characterized by the fact that they separate the implementation of the service from its interface. Withal, a "find, bind, and execute" paradigm enables a service’s customer to query a third-party registry for an adequate service implementation. In case the registry finds a matching service, it provides the customer with a contract and an endpoint address. The hardware, the used operating system or the used programming language to the implementation of the service doesn't play any role on that occasion. Following the notes of [10], SOA configures its six entities, namely service consumers, providers, registries, contracts, proxies, and service leases after all, to support the above mentioned paradigm.

A service is a function that is well-defined, self-contained, and does not depend on the context or state of other services.
- well-defined 
  - a service provides well described functionalities 
  - the access of functionalities is only possible though the interface 
- self contained 
  - a service is completed in itself 
  - a service hides implementation details (black box view) 
- not depend on the context or state of other services 
  - independently from the context and conditions of other services 
  - decoupled with reference to the place, the protocol and time of other services 

2.2 Principles of Service offerings

To describe the principles of service offerings, I want to use the architecture approach from World Wide Web consortium (short W3C). This approach provided by [3] considers different aspects of Web service based architectures. These aspects deal with the:

- Service Oriented Model 
- Message Oriented Model 
- Policy Model 
- Resource Oriented Model 

All together these models support the implementation of a service-oriented architecture under the consideration of the Web service technology. This paper concentrates on the "Service Oriented Model". This model shown in figure 1 identifies the relationships to all important aspects of a service offering. Typical examples are the service description or the performed service tasks.

After the architectural view from the W3C, the view provided by [7] will be shown. He proposes the following principles in context of service-oriented architectures. Services are reusable, Services share a formal contract, Service are loosely coupled, Services abstract underlying logic, Services are composable, Services are autonomous, Services are stateless and Services are discoverable. Furthermore he pointed out that autonomy, loose coupling, abstraction and the need for a formal contract form the baseline foundation for a SOA.
3 Goals and structure of a service guideline

Service-oriented architectures and service offerings implies a high complexity for the necessary development- and integrations-tasks. In big enterprises such a goal position can be reached only through the establishing of internal standards (service guideline). The question is which aspects should take into account of a corresponding service guideline. To answer this question it is necessary to consider the mentioned principles of service offerings from the previous chapter and specifics of projects for service oriented architectures. For this a service guideline should consider at least the following aspects:

- Development of service offerings
- Procedures for the integration of services to support new business processes
- Quality assurance inclusive requirements for test activities
- Recommendation for the deployment and management
3.1 Related works

At this point I want to show known approaches from the literature and the industries. The first one proposes the use of a SOA Maturity Model [13]. Like the well known Capability Maturity Model (CMM) and its successor CMM Integration (CMMI) [4] from the Software Engineering Institute (SEI), the SOA Maturity Model proposes the use of five maturity levels. It describes for each level the business benefits, the scope of service-oriented solutions, technological success criteria and organizational success criteria. Furthermore, Web service related standards are assigned to the individual levels. In the individual one the levels can be characterised as follows:

1. Stating with basics services for new functionalities by the use of standards like XML, XSLT, WSDL, SOAP, Java, .NET
2. Architecture related services (for cost reduction and cost control) by the use of standards like UDDI, WS-Policy, WS Adressing, WS-Security
3. A: Enterprise related services (flexible reaction to changes within business processes), by the use of standards like WS-BPEL
3. B: Collaboration related services (Collaboration with business partners), by the use of standards like RosettaNet, ebXML, WS-Trust
4. Measurable enterprise services (real time enterprise)
5. Optimized services (automated reaction of new requirements)

An interesting article about the establishing of a service-oriented architecture can be found under [9]. He tries to answer the "six most common questions" from Chief Information Officers, Chief Technology Officers and Chief Architects. In the individual, the paper considers the following questions:

1. How do we get started with SOA? Where do we begin?
2. What Services should we begin with? How do we identify the appropriate Services for our initial SOA projects?
3. What SOA technology solutions do we need and in what sequence?
4. What governance model and policies do we need? Who “owns” the SOA efforts?
5. How do we measure SOA results? What’s the ROI?
6. What organizational, process and skills issues will we face?

Furthermore [9] pointed out the following important statement.

“SOA is not a quick fix for all of your business or IT challenges, but it does provide a clear strategic pathway forward for your organization. Remember, the IT challenges that SOAs address are artefacts of years of corporate decisions and behaviours over time. It will take time to undue the accumulated technological complexity in your IT architecture.”

An approach for the implementation of a service design guideline can be found by [7]. This approach considers primary developer related aspects. He proposes to consider
naming standards (endpoint names, operation names, message values), suggestions for a suitable level of interface granularity, the extensibility of service operations, the use of modular WSDL-documents and potential service requestors.

This observation emphasizes the demand of a strategic procedure to the “step by step” introduction of a SOA. Such procedure must strategic, administrative, and operative tasks take into account.

3.2 Content of a service guideline

At first a service guideline shows the migration strategy from the current architecture to a SOA. Such a guideline should consider technical aspects, business implications and resource related requirements too. Furthermore a service guideline should support the development of a service offering and the procedure of service integration to fulfil new business requirements.

The following contents should be contained:

1. Overview to entire IT-architecture of the enterprise and their development during the next years. This overview shows internal and external “Back End” applications and provided interfaces. Furthermore this overview must consider the integration architecture, like the used Enterprise Service Bus, required functionalities of the service interfaces, used process and/or workflow engines and service management capabilities. For a good understanding of the current situation it is necessary to show the relationships between the IT-systems and corresponding business processes.

2. Tasks during the development of service offerings oriented at the classical phases of software development.

   - Analysis of the concerned business processes, business functionalities and corresponding business objects for each business functionalities. During this phase it is necessary to map a process-related model to a service-related model. This task designation decides about the granularity and employable ness of the service implementation. Specification of the required messages per service and definition of simple and complex data types. These results provide the basis for the XML-specification.

   - The design considers the data model of the used applications (wrapping of functionalities). The goal is to specify a corresponding XML-specification and to map the data model from the application to the service specification. Further tasks consider potential constraints, the transactional behaviour and potential error cases.

   - During the phase of implementation the development of the Web service is carry out. Besides the required functionalities, the Web Service should provide further operation for the version and configuration management, the transaction-management and the logging-management. Further activities consider a test framework and the deployment within a runtime-equivalent environment.
3. The integration of services is necessary to fulfil new business requirements. These assembling must be supported by an integrations framework. The framework supports modelling and simulation capabilities and provides a link to used process and/or workflow-engines. A service guideline should show possible application scenarios for specific service-offerings and supported business processes respective business functionalities.

4. Another important aspect of the guideline should be the quality assurance aspects. Quality aspects deal with the used test framework, test requirements, used measurements or the service specification. The quality behaviour of a service during the runtime can be characterized by the use of service policies (see chapter 2.2).

5. Furthermore the guideline must provide a section were the developer can find a reference development environment and important aspects of the runtime environment (e.g. used application servers and the supported version). Especially the last aspect is important, because the service implementation must run within a standardized environment.

4 Metrics-based evaluation of service offerings

Well known is the fact that the use of measurements supports the quality assurance of software development projects. The question is what kind of measurements should be used within projects for service oriented architectures. [6]

4.1 Introductory comments

[14] pointed out that typical application development metrics (such as function points, or number of lines of code or classes) are no longer useful in measuring the progress of developers in an SOA-project. He proposed to establish a new set of metrics for measuring the performance of developers and projects in an SOA. Under consideration of a service oriented paradigm, used metrics should consider such aspects like:

- Level of reused services
- Kind of integration for the realization of a new process
- Reached degree of the automation
- Granularity and modularity of service offerings
- Description of the service interface
- Reaction time until the implementation of a new request

An interesting approach for the description of software and services can be found in [Böttcher 2004]. He pointed out, that the complexity of a service depends not from the covered problems or structures, as more from the number of possible conditions which a service can have during a given time period.
Regarding the application of measurements, it must be distinguished between the service development and the service integration. Within the implementation phase of a new Web service we can use measurements, from the classical field of software development, like metrics for the object-oriented software development (e.g. number of classes, inheritance deep, complexity measures for a method). Important is the consideration of the specific behaviour of the service interface. For example this interface must provide descriptions for the functional and the non-functional characteristics. A first approach for an evaluation of Web service interfaces can be found in [12]. It considers such aspects like the functional description form the developer's viewpoint, pre- and post conditions, process-related aspects and semantic relationships.

4.2 Industrial SOA-projects

For the identification of required measurements it is useful to analyse real SOA-projects from the industries. As I mentioned within the introduction this paper deals with an ongoing work. Therefore I want to describe the aims of the quality assurance tasks within an industrial SOA-project. Currently it is impossible to show final results. The investigated project deals with the wrapping of existing information systems. The functionalities of the legacy applications are accessed by the use of the Java Remote Methods Invocation Interface (RMI) technology. This requires the use of a Java-container as run-time environment. A so called controller application works as mediation device between the RMI-clients and the Web service interface implementation.

It provides the following functionalities:

- Offer of a Web service based interface
- Controlling of the business process execution
- Message based event- and notification-handling
- Functionalities for logging and recovery

The Web service supports 13 business oriented functions. For the support of these functions the Web service divided direct operations and indirect operations.

- Size of the wsdl-file for the direct operations: 2117 LoC
- Size of the wsdl-file for the indirect operations: 1820 LoC

All together we can count 41 operations, which require the use of 82 SOAP-messages. Within each SOAP-message it is necessary to provide meta-information to support a specific error handling. This meta-information is stored in a database and can used in the case of errors, timeouts or transaction management.

5 Summary and further works

In this paper I introduced some results of an ongoing investigation. The aims of this work deal with the identification of necessary quality assurance activities within SOA-
projects. Currently there are many research activities within this topic, like the following ones:

- Process definition of the whole quality assurance activities within a SOA-project
- Measurement tools for process-, resource- and product related SOA-aspects
- Well tested pattern for analysis-, design-, implementation-, test- and deployment-tasks
- Empirical analysis of service development projects
- Empirical analysis of service integration projects
- Model driven approaches for SOA-projects

Furthermore the implementation of an SOA-suitability evaluation model is planned. Such an evaluation model covers aspects like the well-defined functionalities of a service offering; the self-contained behaviour - a service is completed in itself and hides implementation details; the service does not depend on the context or state of other services; the granularity features - the service provides the right number of business functionalities. The service composition or orchestration is another important aspect within the planned evaluation model.
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Abran, A.; Bundschuh, M.; Büren, G.; Dumke, R. (Eds.):

*Software Measurement – Research and Application*

*Springer Publ., Aachen, 2004 (602 pages)*

ISBN 3-8322-3383-0

This proceedings of the joined conferences, the 14th International Workshop on Software Measurement (IWSM 2004) and the DASMA MetriKon 2004, try to reflect a bit of all the concepts developed and the experiences made when measuring software. They are of particular interest to software engineering researchers, as well as to practitioners, in the areas of project management and quality improvement programs, for both software maintenance and software development.
Ebert, C.; Dumke, R.; Bundschuh, M.; Schmietendorf, A.:

*Best Practices in Software Measurement*

Springer Publ., 2004 (320 pages)
ISBN 3-540-20867-4

The software business is challenging enough without having to contend with recurring errors. One way repeating errors can be avoided is through effective software measurement. In this book is offered a practical guidance built upon insight and experience. The authors detail knowledge and experiences about software measurement in an easily understood, hands-on presentation and explain many current ISO standards (see also [http://metrics.cs.uni-magdeburg.de/](http://metrics.cs.uni-magdeburg.de/)).

Chrissis, M.B.; Konrad, M.; Shrum, S.:

*CMMI – Guidelines for Process Integration and Product Improvement*

Addison-Wesley, 2004 (663 pages)

This book is the definitive reference for the most current release of CMMI models. To use a CMMI model available on the SEI Web site, users must choose from among multiple models based on their organization’s improvement needs. This book provides a single source for all CMMI model information. Readers can get started without having to select a model first – all of the choices are compiled in one place and explained in detail.

The book begins with background information needed to understand the content and structure of these integrated models and how to use them. A case study illustrates their implementation in a real environment. A variety of practical material, such as glossary and index, is also provided. The bulk of the book comprises the content of all CMMI models, covering the 25 process areas (PAs) that span the product life cycle, including detailed best practices.
Preprints/Technical Reports:


see as pdf files:

http://ivs.cs.uni-magdeburg.de/sw-eng/agruppe/forschung/Preprints.shtml
IASTED SE 2006:

*IASTED International Conference on Software Engineering 2006*
February 14-16, 2006, Innsbruck, Austria
see: http://www.iasted.org/conferences/2006/innsbruck/se.htm

SEPG 2006:

*18th Software Engineering Process Group Conference*
March 6-9, 2006, Nashville, Tennessee
see: http://www.sei.cmu.edu/sepg/index.html

SMEF 2006:

*Software Measurement European Forum*
May 10-12, 2006, Rome, Italy
see: http://www.iir-italy.it/smef2006/

CSMR 2006:

*10th European Conference on Software Maintenance and Reengineering*
March 22-24, 2006, Bari, Italy
see: http://serlab.di.uniba.it/csmr2006/

EASE 2006:

*10th International Conference on Empirical Assessment in Software Engineering*
April 10-11, 2006, Staffordshire, UK
see: http://ease.cs.keele.ac.uk/

SPICE 2006:

*6th International SPICE Conference on Process Assessment and Improvement*
May 3-5, 2006, Luxembourg
see: http://www.ifi.uni-klu.ac.at/Conferences/SPICE2005/

PQST 2006:

*International Conference on Practical Software Quality & Testing*
May 1-5, 2006, Las Vegas
see: http://www.psqtconference.com/2006west/

WWW 2006:

*15th International World Wide Web Conference*
May 23-26, 2006, Edinburgh, UK
see: http://www2006.org/

IWPC 2006:
14th International Workshop on Program Comprehension  
June 14-16, 2006, Athens, Greece  
see: http://www.icpc2006.uwaterloo.ca/

PROMISE 2006:  
2nd International Workshop on Predictor Models in Software Engineering  
September 24, 2006, Philadelphia, USA  
see: http://promise.unbox.org/Promise2006

ICSE 2006:  
International Conference on Software Engineering  
May 20-28, 2006, Shanghai, China  
see: http://www.isr.uci.edu/icse-06/

SIGMetrics 2006:  
ACM SIGMetrics - Performance 2006  
June 26-30, 2006, Saint-Malo, France  
see: http://www.cs.wm.edu/sigm06/

ESEPG 2006:  
11th European Software Engineering Process Group Conference  
June 12-15, 2006, Amsterdam, Netherlands  
see: http://www.espi.org/sepg/

PROFES 2006:  
6th International Conference on Product Focused Software Process Improvement  
June 12-14, 2006, Amsterdam, Netherlands  
see: http://www.cwi.nl/events/2006/profes/

QATWBA 2006:  
2nd International Workshop on Quality Assurance and Testing of Web-Based Applications  
September 18-21, 2006, Chicago, USA  
see: http://conferences.computer.org/compsac/2006/QATWBA2006CFP.htm

IWSM 2006:  
16th International Workshop on Software Measurement  
November 2-3, Potsdam, Germany  
see: http://iws2006.cs.uni-magdeburg.de

QEST 2006:  
3rd International Conference on Quantitative Evaluation of SysTems  
September 11-14, 2006, Riverside, California, USA
Conferences Addressing Metrics Issues

see: http://www.qest.org/

UKSMA 2006:

17th Annual UKSMA Conference - Managing your Software (through Measurement)
October 11-12, 2006, London, UK
see: http://www.uksma.co.uk/

ISESE 2006:

ACM-IEEE 5th International Symposium on Empirical Software Engineering
September 21-22, 2006, Rio de Janeiro, Brazil
see: http://www.cos.ufrj.br/~ght/isese2006_

QFD 2006:

18th Symposium on Quality Function Deployment
December 2, 2006, Austin, Texas
see: http://www.qfdi.org/call_for_papers.htm

see also: OOIS, ECOOP and ESEC European Conferences
Other Information Sources and Related Topics

  Software Engineering Virtual Library in Houston

- http://www.mccabe.com/
  McCabe & Associates. Commercial site offering products and services for software developers (i.e. Y2K, Testing or Quality Assurance)

- http://www.sei.cmu.edu/
  Software Engineering Institute of the U.S. Department of Defence at Carnegie Mellon University. Main objective of the Institute is to identify and promote successful software development practices. Exhaustive list of publications available for download.

  Software Technology Interest Group at CERN: their WEB-service is currently limited (due to "various reconfigurations") to a list of links to other information sources.

  Software Productivity Research, Capers Jones. A commercial site offering products and services mainly for software estimation and planning.

- http://www.gucis.queensu.ca/Software-Engineering/
  This site hosts the World-Wide Web archives for the USENET usegroup comp.software-eng. Some links to other information sources are also provided.

- http://www.esi.es/
  The European Software Institute, Spain

- http://www.lrgl.uqam.ca/
  Software Engineering Management Research Laboratory at the University of Quebec, Montreal. Site offers research reports for download. One key focus area is the analysis and extension of the Function Point method.

  Homepage of Longstreet Consulting. Offers products and services and some general information on Function Point Analysis.

- http://www.utexas.edu/coe/sqi/
Software Quality Institute of the University of Texas at Austin. Offers comprehensive general information sources on software quality issues.

  Klaas van den Berg: Software Measurement and Functional Programming (PhD thesis)

- [http://divcom.otago.ac.nz:800/com/infosci/smrl/home.htm](http://divcom.otago.ac.nz:800/com/infosci/smrl/home.htm)
  The Software Metrics Research Laboratory at the University of Otago (New Zealand).

  Homepage of the Software Measurement Laboratory at the University of Magdeburg.

  Homepage of Dr. Horst Zuse

- [http://dec.bournemouth.ac.uk/ESERG/bibliography.html](http://dec.bournemouth.ac.uk/ESERG/bibliography.html)
  Annotated bibliography on Object-Oriented Metrics

- [http://www.iso.ch/9000e/forum.html](http://www.iso.ch/9000e/forum.html)
  The ISO 9000 Forum aims to facilitate communication between newcomers to Quality Management and those who have already made the journey have experience to draw on and advice to share.

  Quality America, Inc's Home Page offers tools and services for quality improvement. Some articles for download are available.

- [http://www.quality.org/qc/](http://www.quality.org/qc/)
  Exhaustive set of online quality resources, not limited to software quality issues

- [http://freedom.larc.nasa.gov/spqr/spqr.html](http://freedom.larc.nasa.gov/spqr/spqr.html)
  Software Productivity, Quality, and Reliability N-Team

  Homepage of the Quantitative Software Management (QSM) in the Netherlands

- [http://www.iese.fhg.de/](http://www.iese.fhg.de/)
  Homepage of the Fraunhofer Institute for Experimental Software Engineering (IESE) in Kaiserslautern, Germany

  Homepage of the Belgian Software Metrics Association (BeSMA) in Keebergen, Belgium
• http://www.cetus-links.org/oo_metrics.html
  Homepage of Manfred Schneider on Objects and Components

• http://dec.bournemouth.ac.uk/ESERG/bibliography.html
  An annotated bibliography of object-oriented metrics of the Empirical
  Software Engineering Research Group (ESERG) of the Bournemouth
  University, UK

News Groups

• news:comp.software-eng
• news:comp.software.testing
• news:comp.software.measurement

Software Measurement Associations

• http://www.dasma.org
  DASMA Deutsche Anwendergruppe für SW Metrik und Aufwands-
  schätzung e.V.

• http://www.aemes.fi.upm.es
  AEMES Association Española de Metricas del Software

• http://www.cosmicon.com
  COSMIC Common Software Measurement International Consortium

• http://www esi.es
  ESI European Software Engineering Institute in Bilbao, Spain

• http://www.mai-net.org/
  Network (MAIN) Metrics Associations International

• http://www.sttf.fi
  FiSMA Finnish Software Metrics Association

• http://www.iese.fhg.de
  IESE Fraunhofer Einrichtung für Experimentelles Software
  Engineering

• http://www.isbsg.org.au
  ISBSG International Software Benchmarking Standards Group,
  Australia

• http://www.nesma.nl
  NESMA Netherlands Software Metrics Association
• http://www.sei.cmu.edu/
  SEI Software Engineering Institute Pittsburgh

• http://www.spr.com/
  SPR Software Productivity Research by Capers Jones

• http://fdd.gsfc.nasa.gov/seltext.html
  SEL Software Engineering Laboratory - NASA-Homepage

• http://www.vrz.net/stev
  STEV Vereinigung für Software-Qualitätsmanagement Österreichs

• http://www.sqs.de
  SQS Gesellschaft für Software-Qualitätssicherung, Germany

• http://www.ti.kviv.be
  TI/KVIV Belgish Genootschap voor Software Metrics

• http://www.uksma.co.uk
  UKSMA United Kingdom Software Metrics Association

Software Metrics Tools (Overviews and Vendors)

Tool Listings

• http://www.cs.umd.edu/users/cml/resources/cmetrics/
  C/C++ Metrics Tools by Christopher Lott

• http://mdmetric.com/
  Maryland Metrics Tools

• http://cutter.com/itgroup/reports/function.html
  Function Point Tools by Carol Dekkers

• http://user.cs.tu-berlin.de/~fetcke/measurement/products.html
  Tool overview by Thomas Fetcke

• http://zing.ncsl.nist.gov/WebTools/tech.html
  An Overview about Web Metrics Tools

Tool Vendors

• http://www.mccabe.com
  McCabe & Associates
• http://www.scitools.com
  Scientific Toolworks Inc.

• http://zing.ncsl.nist.gov/webmet/
  Web Metrics

• http://www.globalintegrity.com/csheets/metself.html
  Global Integrity

• http://www.spr.com/
  Software Productivity Research (SPR)

• http://jmetric.it.swin.edu.au/products/jmetric/
  JMetric

• http://www.imagix.com/products/metrics.html
  Imagix Power Software

• http://www.verilogusa.com/home.htm
  VERILOG (LOGISCOPE)

• http://www.qsm.com/
  QSM
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